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1. 문제 정의

입력받은 데이터를 읽어 아래의 값을 확인하여 아래의 형태로 ‘result.txt’로 출력

* 30000 이하의 값 개수
* 최소값
* 최대값
* 평균

**<Input Example>**

|  |
| --- |
| 17425  10383  62468  44527  ... |

**<Output Example>**

|  |
| --- |
| 30000 이하의 값: 243개  최소값: 12  최대값: 99234  평균: 3453.234643 |

2. Python Code Hard Copy

|  |
| --- |
| f = open('input.txt', 'r', encoding='utf-8')  lines = f.read().splitlines()  data = []  count = 0  sum = 0  for line in lines:      num = line.strip('\ufeff')      num = int(num)      data.append(num)      sum += num      if num <= 30000:          count += 1      minimum = min(data)      maximum = max(data)      avg = sum / len(data)      with open('result.txt', 'w', encoding='utf-8') as f:          f.write(f"30000 이하의 값: {count}개\n")          f.write(f"최소값: {minimum}\n")          f.write(f"최대값: {maximum}\n")          f.write(f"평균: {avg:.6f}\n")  with open('result.txt', 'r', encoding='utf-8') as f:      lines = f.read().splitlines()  for line in lines:      print(line) |

3. Code 분석

3-1. ‘input.txt’ 파일 읽기

f = open('input.txt', 'r', encoding='utf-8')

lines = f.read().splitlines()

<함수 설명>

1. **open()**

open(‘input.txt’, ‘r’, encoding=’utf-8’

input.txt 파일을 읽기 모두(‘r’)로 열고, 인코딩은 ‘utf-8’을 사용하여 파일을 읽는다.

* encoding = ‘utf-8’

유니코드 문자열은 단순히 문자 셋의 규칙이기에 유니코드 문자열은 인코딩(encoding) 없이 그대로 파일에 적거나 다른 시스템으로 전송할 수 없다 파일에 적거나 다른 시스템으로 전송하려면 바이트(byte) 문자열로 변환해야 한다. 이렇게 유니코드 문자열을 바이트 문자열로 바꾸는 것을 ‘인코딩’이라고 한다. UTF-8은 표준 유니코드 문자를 모두 표현할 수 있다. 한글이 포함된 소스는 UTF-8로 인코딩을 한다.

1. **read()**

파일 객체 f를 이용하여 ‘input.txt’ 파일의 전체 내용을 읽는다.

주의) 파일 내용을 문자열로 반환한다.

1. **splitliess()**

read()로 읽은 문자열을 줄 단위로 분리한다. 각 줄이 리스트의 항목으로 저장된다.

3-2. 변수 선언

data = []

count = 0

sum = 0

<함수 설명>

1. **data**

파일에서 읽은 숫자들을 저장하는 리스트이다. 각 숫자들을 int() 함수를 이용하여 정수로 변환한 후, 이를 data 리스트에 추가한다.

1. **count**

파일에서 읽은 숫자들 중 30000 이하의 값을 가진 숫자들의 개수를 저장하는 변수이다.

1. **sum**

파일에서 읽은 숫자들의 합을 저장하는 변수이다. 평균을 계산할 때 이 값을 이용한다.

3-3. 총합, 최소, 최대, 평균 계산

for line in lines:

    num = line.strip('\ufeff')

    num = int(num)

    data.append(num)

    sum += num

    if num <= 30000:

        count += 1

    minimum = min(data)

    maximum = max(data)

    avg = sum / len(data)

<함수 설명>

1. **num = line.strip('\ufeff')**

문자열 맨 앞에 BOM(BYTE ORDER MARK) 문자가 있다면 이를 제거하기 위해 strip(‘/ufeff’)메서드를 사용한다. strip() 함수는 문자열의 양쪽 끝에 있는 특정 문자들을 제거하는 파이썬의 문자열 메서드이다. 이 함수는 문자열을 수정하는 것이 아니라, 제거된 새로운 문자열을 반환한다. BOM 문자는 유니코드 문자열의 가장 처음에 위치하는 바이트 순서 표시로 사용되기 때문에 제거해야한다.

1. **data.append(num)**

정수로 변환된 num 값을 data 리스트에 추가한다.

1. **sum += num**

sum 변수에 num 값을 누적 더한다. 파일에서 읽은 숫자들의 총 합을 계산한다.

1. **If num <= 30000:**

**count += 1**

num 값이 30000 이하인 경우에만 count 변수를 증가시킨다. 30000 이하의 값을 가진 숫자들의 개수를 셀 수 있다.

1. **minimum = min(data)**

**maximum = max(data)**

**avg = sum / len(data)**

data 리스트에 저장된 숫자들을 통해 최소값, 최대값, 평균을 계산한다. min(), max() 내장 함수를 이용하여 최소값과 최대값을 반환한다. 총합에 data의 길이 즉 숫자의 개수를 나누어서 평균을 계산한다.

3-4. ‘result.txt’로 저장

 with open('result.txt', 'w', encoding='utf-8') as f:

        f.write(f"30000 이하의 값: {count}개\n")

        f.write(f"최소값: {minimum}\n")

        f.write(f"최대값: {maximum}\n")

        f.write(f"평균: {avg:.6f}\n")

<함수 설명>

1. **with open('result.txt', 'w', encoding='utf-8') as f:**

3-1의 설명과 같다.

1. **write()**

파일 객체를 이용하여 파일에 데이터를 쓰는 메서드이다.

3-5. 출력

with open('result.txt', 'r', encoding='utf-8') as f:

    lines = f.read().splitlines()

for line in lines:

    print(line)

1. **for line in lines:**

**print(line)**

파일의 각 줄을 순회하면서, 각 줄의 내용을 출력한다. 파일의 내용이 줄 단위로 출력된다.

4. 출력 결과

30000 이하의 값: 1390개

최소값: 22

최대값: 64982

평균: 32586.385000

5. 출력 화면

![텍스트, 폰트, 스크린샷, 번호이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)